# CS50 W6 - File I/O

**File I/O** is the ability of a program to take a file as input or create a file as output.

names = [ ]

for \_ in range(3):

name = input("What's your name? ")

names.append(name)

names = [ ]

for \_ in range(3):

names.append(input("What's your name? "))

names = [ ]

for \_ in range(3):

names.append(input("What's your name? "))

for name in sorted(names):

print(f"hello, {name} ")

\*The sorted() function sorts the list in alphabetical order. Notice that once this program is executed, all information is lost. File I/O allows our program to store this information such that it can be used later.

## 

## `open`

open is a functionality built into Python that allows you to open a file and utilize it in your program.

1. **“w”**

name = input("What's your name? ")

file = open(“names.txt”, “w”)

file.write(name)

file.close()

\*The open() function opens a file called names.txt with writing enabled “w”. The opened file is assigned to a variable called file.The line file.write(name) writes the name to the text file and the file is close().

\*Note that if you run the program multiple times using different names, it will completely rewrite the names.txt from scratch.

1. **“a”**

name = input("What's your name? ")

file = open(“names.txt”, “a”)

file.write(name)

file.close()

\*Changing “w” (writing) to “a” (appending) will allow us to continuously add names to the file. But there’s a problem, the names will be appended without any gaps between them (LazerAkivaEden).

1. **\n**

name = input("What's your name? ")

file = open(“names.txt”, “a”)

file.write(**f**“**{**name**}\n**”)

file.close()

\*Adding a new line **“\n”** after each of the names will solve this issue.

## `with`

It is quite easy to forget to close the file. Using a with block allows us to automate the closing of a file.

1. **“a”**

name = input("What's your name? ")

with open(“names.txt”, “a”) as file:

file.write(**f**“**{**name**}\n**”)

\*Notice that the line below the with block is indented.

1. **“r”**

with open(“names.txt”, “r”) as file:

lines = file.readlines()

for line in lines :

print(“hello ”, line)

\*Notice that readlines() has the ability to read all the lines of a file and store them in a file called lines. Also, notice that readlines() automatically adds a line break. This, added to print() line break ends up with double line breaks

```

hello, Lazer

hello, Akiva

```

1. rstrip()

with open(“names.txt”, “r”) as file:

lines = file.readlines()

for line in lines :

print(“hello ”, line.rstrip())

\*Adding rstrip() to the print() function has the effect of removing the extra line break at the end of each line.

```

hello, Lazer

hello, Akiva

```

1. Simplified

with open(“names.txt”, “r”) as file:

for line in file :

print(“hello ”, line.rstrip())

\*This version uses `for line in file: ` which removes the need to readlines() and iterate through all of them before printing the result.

1. sorted()

names = [ ]

with open(“names.txt”) as file:

for line in file :

names.append(line.rstrip())

for name in sorted(names) :

print(f“hello, {name}”)

\*Notice that we initialize an empty list called names in memory, which will hold the names we append(). Then each name is sorted() before it is printed. To sort the list in reverse order we pass in a second argument to sorted(names, reverse=True)

1. Sorting the file

with open(“names.txt”) as file:

for line in sorted(file) :

print(f“hello, ”, line.rstrip())

\*In this simplified version we sorted() the file directly. Notice also we did not have to specify “w” since it is the default mode to open a file.

## CSV

**csv** “comma separated values”

1. split()

with open("students.csv") as file:

for line in file:

row = line.rstrip().split(",")

print(f"**{**row[0]**}** is in **{**row[1]**}**")

\*rstrip() removes the end of each line in our CSV file. split() tells the compiler where to find the end of our values in our CSV file. row[0] is the first element of each line, row[1] the second.

with open("students.csv") as file:

for line in file:

name, house = line.rstrip().split(",")

print(f"**{**name**}** is in **{**house**}**")

\*Instead of assigning our operation to the variable row, we can assign two variables `name, house`.

1. sorted()

students = [ ]

with open("students.csv") as file:

for line in file:

name, house = line.rstrip().split(",")

students.append(f"**{**name**}** is in **{**house**}**")

for student in sorted(students):

print(student)

\*Here we create a list called students and append() each string to this list. Then we output a sorted() version of the list.

1. Dictionary

students = [ ]

with open("students.csv") as file:

for line in file:

name, house = line.rstrip().split(",")

student = {}

student[“name”] = name

student[“house”] = house

students.append(student)

for student in students:

print(f"**{**student[‘name’]**}** is in **{**student[‘house’]**}**")

\*In this version we initialize a dictionary `student{}` and we add the values for each student as a key-value pair. Then we append() each dictionary to the students list. Notice that in the f-string we are using a combination of single and double quotes to differentiate.

students = [ ]

with open("students.csv") as file:

for line in file:

name, house = line.rstrip().split(",")

student = {“name”: name, “house”: house}

students.append(student)

for student in students:

print(f"**{**student[‘name’]**}** is in **{**student[‘house’]**}**")

\*Notice the simplified `student = {“name”: name, “house”: house}`.

1. key=

students = [ ]

with open("students.csv") as file:

for line in file:

name, house = line.rstrip().split(",")

student = {“name”: name, “house”: house}

students.append(student)

def get\_name(student):

return student[‘name’]

for student in sorted(students, key=get\_name):

print(f"**{**student[‘name’]**}** is in **{**student[‘house’]**}**")

\*Notice that sorted() needs to know how to get the `key` of each student. We define the get\_name() function which simply returns `student[“name”]` and add it as a parameter `key=get\_name` to the sorted() function.

\*We could also reverse the order `for student in sorted(students, key=get\_name, reverse=True):`

1. lambda()

students = [ ]

with open("students.csv") as file:

for line in file:

name, house = line.rstrip().split(",")

students.append({“name”: name, “house”: house})

for student in sorted(students, key=lambda student: student[“name”]):

print(f"**{**student[‘name’]**}** is in **{**student[‘house’]**}**")

\*A lambda function is an anonymous, inline function defined using the lambda keyword. In this code it is used as a key to the sorted() function. It takes the `student` dictionary as an argument and returns the value associated with the `name`key. This value is then used to sort the dictionaries in the list.

1. csv module

import csv

students = [ ]

with open("students.csv") as file:

reader = csv.reader(file)

for name, home in reader:

students.append(**{**“name”: name, “home”: home**}**)

for student in sorted(students, key=lambda student: student[“name”]):

print(f"**{**student[‘name’]**}** is in **{**student[‘house’]**}**")

\*reader() function from the csv module automatically manages the reading and separating of values.

1. DictReader, reader

import csv

students = [ ]

with open("students.csv") as file:

reader = csv.DictReader(file)

for row in reader:

students.append(**{**“name”: name, “home”: home**}**)

for student in sorted(students, key=lambda student: student[“name”]):

print(f"**{**student[‘name’]**}** is in **{**student[‘house’]**}**")

\*First we need to update the csv file to contain headers:

```

name,home

Harry,“Number Four Privet Drive”

Ron,The Burrow

Draco, Malfoy Manor

```

\*In this code we replaced reader by DictReader, which returns one dictionary at a time. This makes the code more robust as long as the CSV file has the correct header information.

1. writer

import csv

name = input("what’s your name? ")

home = input("where’s your home? ")

with open("students.csv", “a”) as file:

writer = csv.writer(file)

writer.writerow([name, home])

\*The csv.writer() function takes the file as an argument. writerow() takes the line that we want to write to the file as a list [name, home].

\*At first, the original csv file only contain the headers name,home inputting a name and home the csv file will now show:

```

name,home

Harry,“Number Four Privet Drive”

```

1. DictReader, writer

import csv

name = input("what’s your name? ")

home = input("where’s your home? ")

with open("students.csv", “a”) as file:

writer = csv.DictWriter(file, fieldnames=**[**“name”, “home”**]**)

writer.writerow(**{**“name”: name, “home”: home**}**)

\*The csv.DictWriter() function takes two parameters: the file, and `fieldnames=[“name”, “home”]`, which is telling the compiler to write a row with two fields called name and home. writerow() now takes a dictionary as a parameter `**{**“name”: name, “home”: home**}**`.

## Binary Files and `PIL`

A binary file is simply a collection of ones and zeros. This type of file can store anything including audio and image data.

PIL “pillow” is a Python imaging library that adds image processing capabilities.

1. **costumes.py**

import sys

from PIL import Image

images = [ ]

for arg in sys.argv[1:]:

image = Image.open(arg)

images.append(image)

images[0].save(

"costumes.gif", save\_all=True, append\_images=[images[1]], duration=200, loop=0

)

\*In this code we import the sys module to be able to use command-line arguments. We also import the Image functionality from PIL. The for loop simply loops through the images provided as command-line arguments and stores them into the list called image and [1:] starts slicing argv at its second element.

\*In the last line of code: “costumes.gif” is the name of the file to be created. save\_all=True saves all of the frames passed to the library. append\_images=[image[1]] appends the second image to the list already containing image[0]. duration=200 specifies the duration of each frame to 200 milliseconds. loop=0 determines that the loop will be infinite.

\*This code results in an animated GIF (costumes.gif) that consists of two frames, each displayed for 200 milliseconds, looping forever:

![](data:image/gif;base64,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)

1. **image.py**

from PIL import Image

def main():

with open("in.jpeg") as img:

print(img.size)

print(img.format)

main()

1. **rotate()**

from PIL import Image

def main():

with open("in.jpeg") as img:

img = img.rotate(180)

img.save(”out.jpeg”)

main()

1. **filter()**

from PIL import Image

def main():

with open("in.jpeg") as img:

img.filter(ImageFilter.BLUR)

img.save(”out.jpeg”)

main()

1. **filter()**

from PIL import Image

def main():

with open("in.jpeg") as img:

img.filter(ImageFilter.FIND\_EDGES)

img.save(”out.jpeg”)

main()

1. **views.py**, **DictReader**, **PIL**

import csv

def main():

with open("views.csv", “r") as file:

reader = csv.DictReader(file)

for row in reader:

print(row)

main()

\*This code will print the entire row in dict format using headers. Specifying the key, like in row[“id”] would print all data under `id` column.

1. **NumPy**, **PIL**

import csv

import numpy as np

from PIL import Image

def main():

with open("views.csv", “r") as file:

reader = csv.DictReader(file)

for row in reader:

brightness = calculate\_brightness(f"**{**row[‘id’]**}**.jpeg")

print(round(brightness))

def calculate\_brightness(filename):

with Image.open(filename) as image:

brightness = np.mean(np.array(img.convert(”L”))) / 255

return brightness

main()

\*main() calls the calculate\_brightness() function of every image associated with each “id” key in the csv file and prints out a resulting rounded value for each image.

\*calculate\_birghtness() takes row[‘id’] as an argument, Image.open the image file associated with the ‘id’ and calculates its brightness:

* img.convert(“L”) method is used to convert the image to grayscale, where “L” stands for luminance.
* np.array() is used to convert the grayscale image into a NumPy array. Each element of this array represents the brightness of a pixel (0 black to 255 white).
* np.mean() calculates the average value of the elements in the NumPy array, which corresponds to the average brightness of the image.
* Finally, the average brightness is divided by 255 to normalize the value to a range between 0 and 1.



import csv

import numpy as np

from PIL import Image

def main():

# Open two csv files, one in reading mode and one for writing the results

with open("views.csv", “r") as views, open("analysis.csv", “w") as analysis:

reader = csv.DictReader(views)

# Create a new object containing the operation writing operation on `analysis`

# Specify analysis.csv should have the same fieldnames (headers) than views.csv

# And one more header “brightness”

writer = csv.DictWriter(

analysis, fieldnames=reader.fieldnames + ["brightness"]

)

# Write the headers to analysis.csv

writer.writeheader()

for row in reader:

brightness = calculate\_brightness(f"**{**row[‘id’]**}**.jpeg")

# Write the rest of the rows (as dict) to analysis.csv

# Assign data from reader to analysis.csv keys + brightness

writer.writerow(

**{**

“id”: row[“id”]

“english\_title”: row[“english\_title”]

“japanese\_title”: row[“japanese\_title”]

“brightness”: round(brightness, 2)

**}**

)

def calculate\_brightness(filename):

with Image.open(filename) as image:

brightness = np.mean(np.array(img.convert(”L”))) / 255

return brightness

if \_\_name\_\_ == “\_\_main\_\_”

main()

1. Optimize for loop

# Instead of writing a new dictionary, we can simply add “brightness” key

# To `row` dictionary before writing it and shortcut the process

for row in reader:

row[“brightness”] = round(calculate\_brightness(f"**{**row[‘id’]**}**.jpeg"), 2)

writer.writerow(row)